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**1 ПОСТАНОВКА ЗАДАЧИ**

В проекте будет реализована игровая логика классической игры «Пакман»; карта, по которой перемещаются игрок и враги, а так же содержащая стены и «точки», которые ест пакман, и которые нужно собрать полностью для успешного прохождения уровня. В игре будет реализовано меню, в котором можно будет выбрать один из трёх предложенных уровней для прохождения; пункт настроек, в котором можно будет поменять цвет стен а так же цвета игрового персонажа и врагов. Игрок будет иметь 3 жизни для прохождения уровня а так же суммарный счет, который будет формироваться из съеденных точек. В случае столкновения с врагом игрок будет терять одну жизнь, возрождаться в начальной точке, а все съеденные им точки будут вновь отображены на карте. Графическая составляющая проекта будет реализована посредством использования библиотеки SFML.

**2 ВВЕДЕНИЕ**

Язык программирования C++ представляет высокоуровневый компилируемый язык программирования общего назначения со статической типизацией, который подходит для создания самых различных приложений. На сегодняшний день C++ является одним из самых популярных и распространенных языков.

Фактически вначале C++ просто дополнял язык C некоторыми

возможностями объектно-ориентированного программирования. И поэтому сам Страуструп вначале называл его как “C with classes”(“Си с классами”). Впоследствии новый язык стал набирать популярность. В него были добавлены новые возможности, которые делали его не просто дополнением к Си, а совершенно новым языком программирования. В итоге “Си с классами” был переименован в C++. И с тех пор оба языка стали развиваться независимо друг от друга.

С++ является мощным языком, унаследовав от Си богатые возможности по работе с памятью. Поэтому нередко С++ находит свое применение в системном программировании, в частности, при создании операционных систем, драйверов, различных утилит, антивирусов и т.д. Но только системным программированием применение данного языка не ограничивается. С++ можно использовать в программах любого уровня, где важны скорость работы и производительность. Нередко он применяется для создания графических приложений, различных прикладных программ. Также особенно часто его используют для создания игр с богатой насыщенной визуализацией. Кроме того, в последнее время набирает ход мобильное направление, где С++ тоже нашел свое применение. И даже в веб-разработке также можно использовать С++ для создания веб-приложений или каких-то вспомогательных сервисов, которые обслуживают веб-приложения. В общем С++ - язык широкого пользования, на котором можно создавать практически любые виды программы. С++ является компилируемым языком, а это значит, что компилятор транслирует исходный код на С++ в исполняемый файл, который содержит набор машинных инструкций. Но разные платформы имеют свои особенности, поэтому скомпилированные программы нельзя просто перенести с одной платформы на другую и там уже запустить. Однако на уровне исходного кода программы на С++ по большей степени обладают переносимостью, если не используются какие-то специфичные для текущей ос функции. А наличие компиляторов, библиотек и инструментов разработки почти под все распространенные платформы позволяет компилировать один и тот же исходный код на С++ в приложения под эти платформы.

**3 ОБЗОР ЛИТЕРАТУРЫ**

**3.1 Обзор методов и алгоритмов решения поставленной задачи**

Для реализации игрового процесса используется класс Game, который содержит в себе поле типа Scene, которое содержит текущую сцену, на которой размещены игрок, враги, непосредственно сама карта и худ игры, поле типа RenderWindow, которое хранит в себе текущее окно, в котором отрисовывается игра, поле типа std::vector<Map>, которое хранит в себе все загруженные карты, а также поле типа std::list<sf::Texture>, которое хранит в себе все загруженные текстуры. Главный цикл отрисовки реализован при помощи метода void MainLoop(), который будет отрисовывать каждый кадр игры до тех пор, пока пользователь не закроет окно с игрой. Внутри метода MainLoop() используется метод Update(), который обрабатывает всю логику игры, а так же метод Redraw(), который отвечает за отрисовку сцены в окне.

**3.2 Обзор библиотеки SFML**

За реализацию графической составляющей игры отвечает библиотека SFML. SFML(Simple and Fast Multimedia Library) – свободная кроссплатформенная мультимедийная библиотека. Представляет собой объектно-ориентированный аналог SDL. SFML содержит ряд модулей для простого программирования игр и мультимедиа приложений. Основные модули, которые будут использоваться для реализации: System, Window, Graphics. Модуль System управляет временем и потоками а так же является обязательным, так как все модули зависят от него. Модуль Window используется для управления окнами и взаимодействия с пользователем. Модуль Graphics служит для отображения графических примитивов и изображений.[1]

* 1. **Обзор аналогов игры “Пакман”**

1. “Dig Dug”(1982) – игра, разработанная компанией “MAMCO”.

Главной задачей в игре является уничтожение монстров, живущих под землей, раздувая их, или пока они не лопнут, или сбрасывая на них камни. В игре есть два вида врагов: Pookas, круглые красные монстры, которые носят желтые очки, и Fygas, зеленые драконы, которые могут выдыхать пламя

1. “Gauntlet”(1985) – игра, разработанная “Atari games” и “Tengen”.

Целью игрока является поиск обозначенного на каждом уровне «выхода», до которого нужно дотронуться. На каждом уровне можно найти много различных предметов, которые восстанавливают здоровье игрока, открывают двери, дают очки или уничтожают всех врагов на экране.

1. “Dodge ‘Em”(1980) – еще один продукт “Atari games”. Игрок управляет одной машиной и должен двигаться против часовой стрелки, избегая машин, управляемых компьютером, единственная цель которых - вызвать лобовое столкновение. Каждая проезжая часть лабиринта имеет четыре пробела вверху, внизу, слева и справа от экрана. Игрок может использовать промежутки для смены полосы движения, чтобы собирать другие точки или избегать машин, управляемых компьютером.

Автомобиль игрока может двигаться на двух скоростях, нормальная

скорость равна скорости компьютера. -управляемые автомобили, или повышенная (удвоенная) скорость, активируемая нажатием кнопки контроллера. У машин с компьютерным управлением только одна скорость. Игроки меняют полосу движения, толкая контроллер в нужном направлении, когда их машина находится возле одного из пробелов на проезжей части.Википедия site:wiki5.ru

**4 ФУНКЦИОНАЛЬНОЕ ПРОЕКТИРОВАНИЕ**

В данном разделе описываются входные и выходные данные программы, диаграмма классов, а также приводится описание используемых классов и их методов.

**4.1 Структура входных и выходных данных**

Рис.1 – файл level1.txt(карта стен для уровня, где “1” – стена, “.” – “точка”):
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**4.2 Разработка диаграммы классов**

Диаграмма классов для курсового проекта приведена в Приложении А

**4.3 Классы игры**

**4.3.1 Класс игры**

Для реализации используется класс Game, который отвечает за работу игры. Он хранит в себе загруженные уровни, текстуры, а также выполняет главный игровой цикл, который содержит в себе методы работы с графикой и игровой логикой

Описание полей класса Game:

sf::RenderWindow window – окно игры

std::vector<Map> – массив загруженных карт

list<sf::Texture> – список загруженных текстур

Описание методов класса Game:

Game() – конструктор

~Game() – деструктор

void Start() – запуск игры

void StartLevel(Map& map) – начало игры на выбранном уровне

void MainLoop() – главный цикл отрисовки графики и выполнения игровой логики

sf::RenderWindow& getWindow() – получение окна, в котором отрисовывается игра

void Update(float deltaTime) – обработка игровой логики

void Redraw(sf::RenderWindow& window) – отрисовка игры

Map& getMap() – получение выбранного уровня

Scene& getScene() – получение текущей сцены

static Game\* getInstance() – получение указателя на инстанс игры

sf::Texture& loadTexture(const std::string& path) – загрузка текстуры в массив текстур

**4.3.2 Класс сущности**

В программе используется базовый абстрактный класс Entity, от которого в дальнейшем наследуются классы Imovable, EnemyHandler. Класс содержит два виртуальных метода, которые перегружаются под нужды наследуемых классов.

Описание полей класса Entity:

sf::Vector2f – координаты сущности на карте

sf::Sprite entitySprite – спрайт сущности

Описание методов класса Entity:

virtual ~Entity() – деструктор по умолчанию

virtual void draw(sf::RenderWindow& window) – метод отрисовки сущности в окне

virtual void update(float deltaTime) – функция обработки логики

void setPosition(sf::Vector2f pos) – установка позиции сущности

sf::Vector2f getPosition()– получение позиции сущности

**4.3.3 Класс игрока**

Наследуется от класса Imovable

Класс Player

Описание полей класса Player:

int score – игровой счет

int countOfHealth – количество жизней игрока

Описание методов класса Player:

Player() – конструктор по умолчанию

Player(sf::Sprite& playerSprite) - конструктор

void update(float deltaTime) override – обновление логики игрока

int getScore() – получение счета игрока

void setScore(int value) – установка счета игрока

int getHealth() - получение количества жизней игрока

void setHealth(int value) – установка количества жизней игрока

bool checkCollisionWithEnemies() – проверка столкновения игрока с врагами

sf::Vector2f getPlayerPosition() - получение позиции игрока

**4.3.4 Класс врага**

Наследуется от класса Imovable

Класс Enemy:

Описание полей класса Enemy:

bool isDirAvailable[4] – массив возможных направлений передвижения

Описание методов класса Enemy:

Enemy(sf::Sprite enemySprite) - конструктор

void update(float deltaTime) override – обновление логики врага

void draw(sf::RenderWindow& window) override – отрисовка врага

void updateDir() – обновление направления движения врага

MoveDirection newDir(float deltaTime) – выбор нового направления движения

**4.3.5 Класс-обработчик врагов**

Данный класс хранит в себе массив врагов, а также служит для обработки логики всех врагов

Класс EnemyHandler – класс обработки врагов

Описание полей класса EnemyHandelr:

std::vector<Enemy\*> – массив врагов

Описание методов класса EnemyHandler:

EnemyHandler(size\_t enemiesCount, std::vector<sf::Vector2f>& enemiesPositions, sf::Sprite enemySprite) – конструктор

void update(float deltaTime) override – обновление логики

игрока

bool checkCollisionWithPlayer(Player\* player) – проверка столкновения врага с игроком

**4.3.6 Класс сущностей, которые могут перемещаться**

Данный класс является наследником класса Entity и содержит в себе поля текущего и следующего направлений перемещения сущности, а также скорость перемещения.

Класс Imovable – класс двигающейся сущности

Описание полей класса Imovable:

MoveDirection currDir – текущее направление движения

MoveDirection nextDir – следующее направление движения

float speed – скорость движения

sf::Vector2f size – размер спрайта

Описание методов класса Imovable:

void update(float deltaTime) override – обновление логики сущности

bool checkCollision(sf::Vector2f position) – проверка на столкновение

static sf::Vector2f getOffset(MoveDirection dir) – получение пары чисел, которые определяют направление движения

void setDir(MoveDirection dir) – установка направления движения

**4.3.7 Класс сцены**

Данный класс содержит в себе все, что происходит на игровой сцене – карта, игрок, враги, худ, а также является основным классом, при отрисовке которого можно видеть графическую составляющую игры.

Класс Scene

Описание полей класса Scene:

std::vector<std::unique\_ptr<Entity>> – массив сущностей, которые есть на карте

Map\* map – карта

Описание методов класса Scene:

Inline Map& getMap() – обновление логики сущности

void update(float deltaTime) override – обновление логики сцены

void draw(sf::RenderWindow& window) override – отрисовка сцены

void setMap(Map& map) – установка выбранного уровня на сцену

Entity\* addEntity(std::unique\_ptr<Entity>&& entity) – добавление сущности в массив сущностей

Void destroyEntity(Entity\* entity) – удаление сущности

T\* getEntityOfType() – получение указателя на сущность нужного типа

**4.3.8 Класс уровня**

Данный класс содержит карту уровня, который выбран пользователем

Класс Map – класс сцены

Описание полей класса Map:

std::vector<std::string> – массив сущностей, которые есть на карте

std::vector<sf::Vector2f> enemiesPositions – массив координат врагов

std::Vector2f playerPosition – координаты игрока

Описание методов класса Map:

Map() – конструктор по умолчанию

Map(std::stream& stream) – конструктор

Inline const std::string& operator[](size\_t index) – перегрузка оператора []

char getCell(sf::Vector2f position) const – получение значения, хранящегося в ячейке карты

void draw(sf::RenderWindow& window) – отрисовка карты

void setEmemiesPositions() – установка позиций врагов

void setPlayerPosition() – установка позиции игрока

std::vector<sf::Vector2f>& getEnemiesPositions() – получение позиций врагов

void setCell(char value, sf::Vector2u pos) – установка значения в клетку карты

std::vector<std::string>\* getMap() – получение карты

**4.3.9 Класс худа**

Данный класс содержит спрайты жизней игрока а также текст, который отображает набранный игроком счёт

Класс HoodElements – класс худа

Описание полей класса HoodElements:

sf::Sprite heart – спрайт сердца

sf::Text scoreText – объект класса Text, который отображает счет игрока

Описание методов класса HoodElements:

void createHood() – создание худа

void drawHood(sf::RenderWindow& window, Player player) – отрисовка худа

**5 РАЗРАБОТКА ПРОГРАММНЫХ МОДУЛЕЙ**

**5.1 Разработка схем алгоритмов**

Блок-схемы алгоритмов приведены в Приложениях Б, В соответственно

**5.2 Разработка алгоритмов**

**5.2.1 Разработка алгоритма метода Update() у класса Player**

Метод Update() у игрока отвечает за управление персонажем, а также проверяет столкновение игрока с врагами

Шаг 1. Начало.

Шаг 2. Для всех четырех возможных направлений движения проверяем, нажата ли соответствующая кнопка. Если была нажата кнопка управления, то переходим к Шагу 3. Если нет – к Шагу 4.

Шаг 3. Переменной nextDir присваиваем значение следующего направления.

Шаг 4. Переменной nextDir присваивается значение None.

Шаг 5. Создаем указатель на карту и присваиваем ему значение посредством вызова метода getMap() для инстанса игры.

Шаг 6. Создаем переменную playerPos и присваиваем ей значение посредством преобразования координат игрока к типу unsigned int.

Шаг 7. Вызываем метод CheckCollisionWithEnemies() для проверки столкновения игрока с врагами.

Шаг 8. В случае, если игрок столкнулся с врагом, переходим к Шагу 9. Если нет – к Шагу 12.

Шаг 9. Уменьшаем количество жизней игрока на 1.

Шаг 10. Присваиваем игроку стартовую позицию.

Шаг 11. Присваиваем переменной currDir значение None.

Шаг 12. Проверяем значение, которое хранится в клетке с координатами, равными преобразованным координатам игрока

Шаг 13. Если в клетке хранится символ ‘.’, увеличиваем значение счета игрока на 10.

Шаг 14. Меняем значение клетки на символ ‘ ’(пробел).

Шаг 15. Вызываем метод Update() для класса Imovable.

Шаг 16. Конец.

**5.2.2 Разработка алгоритма метода MainLoop() для класса Game**

Метод MainLoop() отвечает за обработку и отрисовку одного кадра.

Шаг 1. Начало.

Шаг 2. Создаём переменную deltaTime типа Clock.

Шаг 3 .Создаём переменную time типа float.

Шаг 4. Запуск цикла while, внутри которого происходит обработка игровой логики и отрисовка одного кадра.

Шаг 5. Присваиваем переменной time значение, равное времени, прошедшему с момента отрисовки последнего кадра

Шаг 6. Очищаем окно, в котором отображается игра.

Шаг 7. Обновляем игровую логику.

Шаг 8. Отрисовываем новый кадр.

Шаг 9. Выводим новый кадр в окно игры.

Шаг 10. Создаем переменную event типа Event.

Шаг 11. Запускаем цикл, внутри которого происходит проверка, нажата ли кнопка закрытия окна.

Шаг 12. Если кнопка нажата, закрываем окно.

Шаг 13. Конец.

**6 РЕЗУЛЬТАТЫ РАБОТЫ**

(Меню допилю напишу про меню) рис такой то

После выбора пользователем уровня открывается окно, в котором запускается игра и пользователь может пройти уровень

**![](data:image/png;base64,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)**

рис такой то

В случае успешного прохождения уровня на экран выводится сообщение

«картинка с сообщением »

Рисунок такой то

В случае, если игрок не успел собрать все точки и у него закончились жизни, на экран выводится сообщение

«картинка с сообщением»

Рисунок такой то

(доделать)

**ЗАКЛЮЧЕНИЕ**

В процессе выполнения курсовой работы были закреплены знания основ программирования и алгоритмизации. Были приобретены знания в объектно-ориентированном программировании. Также я познакомился с созданием полноценных проектов при помощи использования библиотеки SFML и убедился, что она подходит для создания несложных игр и проектов с удобным интерфейсом.

В процессе разработки игры “Пакман” были реализованы алгоритмы обновления игровой логики, отрисовки кадров, проверка всевозможных коллизий и т. д. Как упоминалось раннее, моя игра является неполной версией оригинальной игры “Пакман”. Однако она открыта для модернизации. Например, можно создать новый уровень, добавить режим игры “Все или ничего” и т.д.

Игра оказалась простой в изучении, имеет удобный интерфейс.

На основе полученных знаний при создании игры можно будет создать проекты, где нужно будет отрисовывать графику, нажимать кнопки и т.д. Такими примерами могут быть приложение для ведения заметок, ежедневник и т.д.

Создание игры было выполнено на ОС Windows 10, используя среду разработки Visual Studio 2022.

Код программы приведен в приложении Г.

**СПИСОК ЛИТЕРАТУРЫ**

**ПРИЛОЖЕНИЕ А**

(*обязательное*)

Диаграмма классов

**ПРИЛОЖЕНИЕ Б**

(*обязательное*)

Схема алгоритма Update()

**ПРИЛОЖЕНИЕ В**

(*обязательное*)

Схема алгоритма MainLoop()

**ПРИЛОЖЕНИЕ Г**

(*обязательное*)

Код программы

Файл Scene.cpp:

#include "Scene.h"

void Scene::update(float deltaTime) {

for (auto& entity : entities)

entity->update(deltaTime);

}

void Scene::draw(sf::RenderWindow& window) {

Player\* player = getEntityOfType<Player>();

HoodElements hood;

hood.createHood();

hood.drawHood(window, (\*player));

if (map)

map->draw(window);

for (auto& entity : entities)

entity->draw(window);

}

void Scene::setMap(Map& map) {

this->map = &map;

}

Entity\* Scene::addEntity(std::unique\_ptr<Entity>&& entity) {

entities.push\_back(std::move(entity));

return entities.back().get();

}

std::vector<std::unique\_ptr<Entity>>& Scene::getEntities() {

return entities;

}

void Scene::destroyEntity(Entity\* entity) {

for (auto& ent : entities) {

if (ent.get() == entity) {

std::remove(entities.begin(), entities.end(), ent);

break;

}

}

}

Файл Scene.h:

#pragma once

#include "Entity.h"

#include "Map.h"

#include <SFML/Graphics.hpp>

#include "HoodElements.h"

class Scene {

private:

std::vector<std::unique\_ptr<Entity>> entities;

Map\* map;

public:

inline Map& getMap() {

return \*map;

}

void update(float deltaTime);

void draw(sf::RenderWindow& window);

void setMap(Map& map);

Entity\* addEntity(std::unique\_ptr<Entity>&& entity);

std::vector<std::unique\_ptr<Entity>>& getEntities();

void destroyEntity(Entity\* entity);

template<typename T>

T\* getEntityOfType() {

for (auto& entity : entities) {

if (dynamic\_cast<T\*>(entity.get()) != nullptr) {

return reinterpret\_cast<T\*>(entity.get());

}

}

return nullptr;

}

};

Файл Map.cpp:

#include "Map.h"

Map::Map(std::istream& stream) {

std::string tempLine;

while (std::getline(stream, tempLine)) {

data.push\_back(tempLine);

}

setEnemiesPositions();

}

static float GetNearestToHalf(float value) {

return std::abs((value - (unsigned int)value) - 0.5f);

}

void Map::setEnemiesPositions() {

enemiesPositions.resize(4);

enemiesPositions[0] = { 1.5f, 1.5f };

enemiesPositions[1] = { 13.5f, 1.5f };

enemiesPositions[2] = { 1.5f, 13.5f };

enemiesPositions[3] = { 13.5f, 13.5f };

}

std::vector<sf::Vector2f>& Map::getEnemiesPositions() {

return this->enemiesPositions;

}

char Map::getCell(sf::Vector2f position) const {

sf::Vector2u iPos = { (unsigned int)position.x, (unsigned int)position.y };

if (iPos.y >= data.size())

return true;

if (iPos.x >= data[iPos.y].size())

return true;

return data[iPos.y][iPos.x];

}

void Map::setPlayerPosition(sf::Vector2f player\_Position) {

playerPosition = player\_Position;

}

void Map::draw(sf::RenderWindow& window) {

sf::RectangleShape brick(sf::Vector2f(30, 30));

sf::CircleShape point(5.f);

brick.setFillColor(sf::Color::Blue);

point.setFillColor(sf::Color::White);

for (int i = 0; i < 15; i++) {

for (int j = 0; j < 15; j++) {

brick.setPosition(j \* 30, 30 + i \* 30);

point.setPosition(j \* 30 + 10, i \* 30 + 40);

if (data[i][j] == '1' && data[i][j] != ' ') {

window.draw(brick);

}

else if (data[i][j] == '.' && data[i][j] != ' ') {

window.draw(point);

}

}

}

}

void Map::setCell(char value, sf::Vector2u pos) {

data[pos.y][pos.x] = value;

}

std::vector<std::string>\* Map::getMap() {

return &data;

}

Файл Map.h:

#pragma once

#include <iostream>

#include <SFML/Graphics.hpp>

#include <time.h>

#include <fstream>

class Map {

private:

std::vector<std::string> data;

std::vector<sf::Vector2f> enemiesPositions;

sf::Vector2f playerPosition;

public:

Map() = default;

Map(std::istream& stream);

inline const std::string& operator[](size\_t index) const {

return data[index];

}

char getCell(sf::Vector2f position) const;

void draw(sf::RenderWindow& window);

void setEnemiesPositions();

void setPlayerPosition(sf::Vector2f player\_Position);

std::vector<sf::Vector2f>& getEnemiesPositions();

void setCell(char value, sf::Vector2u pos);

std::vector<std::string>\* getMap();

};

Файл Entity.cpp:

#pragma once

#include "Entity.h"

void Entity::draw(sf::RenderWindow& window) {

entitySprite.setPosition(position.x \* 30, (position.y + 1) \* 30);

window.draw(entitySprite);

}

void Entity::setPosition(sf::Vector2f pos) {

position = pos;

}

sf::Vector2f Entity::getPosition() {

return position;

}

Файл Entity.h:

#pragma once

#include <iostream>

#include "SFML\Graphics.hpp"

#include "Map.h"

class Entity {

protected:

sf::Vector2f position;

sf::Sprite entitySprite;

public:

virtual ~Entity() = default;

virtual void draw(sf::RenderWindow& window);

virtual void update(float deltaTime) = 0;

void setPosition(sf::Vector2f pos);

sf::Vector2f getPosition();

};

Файл Player.cpp:

#pragma once

#include "Player.h"

#include "Game.h"

#include "SFML/Graphics/Text.hpp"

#include "EnemyHandler.h"

#include "Map.h"

void Player::update(float deltaTime) {

if (sf::Keyboard::isKeyPressed(sf::Keyboard::Left)) {

nextDir = MoveDirection::LEFT;

}

if (sf::Keyboard::isKeyPressed(sf::Keyboard::Right)) {

nextDir = MoveDirection::RIGHT;

}

if (sf::Keyboard::isKeyPressed(sf::Keyboard::Up)) {

nextDir = MoveDirection::UP;

}

if (sf::Keyboard::isKeyPressed(sf::Keyboard::Down)) {

nextDir = MoveDirection::DOWN;

}

std::vector<std::string>\* currMap = Game::getInstance()->getMap().getMap();

sf::Vector2u playerPos = { (unsigned int)position.x, (unsigned int)position.y };

if (checkCollisionWithEnemies()) {

countOfHealth--;

currDir = MoveDirection::NONE;

sf::Vector2f newPos = { 7.5, 8.5 };

setPosition(newPos);

return;

}

if ((\*currMap)[playerPos.y][playerPos.x] == '.') {

setScore(10);

(\*currMap)[playerPos.y][playerPos.x] = ' ';

}

Imovable::update(deltaTime);

}

void Player::setHealth(int value) {

countOfHealth = value;

}

int Player::getHealth() {

return this->countOfHealth;

}

void Player::setScore(int value) {

score += value;

}

int Player::getScore(){

return this->score;

}

sf::Vector2f Player::getPlayerPosition() {

return position;

}

bool Player::checkCollisionWithEnemies() {

Scene& scene = Game::getInstance()->getScene();

EnemyHandler\* handler = scene.getEntityOfType<EnemyHandler>();

return handler->checkCollisionWithPlayer(this);

}

Файл Player.h:

#pragma once

#include "IMovable.h"

#include "EnemyHandler.h"

class Player : public Imovable {

protected:

int score = 0;

int countOfHealth = 3;

public:

Player() = default;

Player(sf::Sprite& playerSptire) {

entitySprite = playerSptire;

position = { 7.5, 8.5 };

}

void update(float deltaTime) override;

int getScore();

void setScore(int value);

int getHealth();

void setHealth(int value);

bool checkCollisionWithEnemies();

sf::Vector2f getPlayerPosition();

};

Файл Enemy.cpp:

#pragma once

#include "Enemy.h"

#include "Game.h"

#include <ctime>

#define POS\_LEFT 0

#define POS\_UP 2

#define POS\_RIGHT 1

#define POS\_DOWN 3

Imovable::MoveDirection Enemy::newDir(float deltaTime) {

std::vector<MoveDirection> newDir;

sf::Vector2f expVector = position;

int currIndex = 0;

Map& map = Game::getInstance()->getMap();

expVector.x += deltaTime \* speed;

if (map.getCell(expVector) != '1') {

newDir.push\_back(MoveDirection::DOWN);

expVector = position;

}

if (expVector.x >= deltaTime \* speed) {

expVector.x -= deltaTime \* speed;

if (map.getCell(expVector) != '1') {

newDir.push\_back(MoveDirection::UP);

expVector = position;

}

}

expVector.y += deltaTime \* speed;

if (map.getCell(expVector) != '1') {

newDir.push\_back(MoveDirection::LEFT);

expVector = position;

}

if (expVector.y >= deltaTime \* speed) {

expVector.y -= deltaTime \* speed;

if (map.getCell(expVector) != '1') {

newDir.push\_back(MoveDirection::RIGHT);

}

}

return newDir[rand() % newDir.size()];

}

void Enemy::updateDir() {

currDir = newDir(1 / speed);

}

void Enemy::update(float deltaTime) {

Map& map = Game::getInstance()->getMap();

static float hold = 2.f;

bool isDirAvailNow[4];

std::vector<MoveDirection> avail;

for (int i = 0; i < 4; ++i) {

MoveDirection dir = static\_cast<MoveDirection>(i + 1);

isDirAvailNow[i] = map.getCell(position + getOffset(dir)) == '1';

if (isDirAvailNow[i] == false && isDirAvailable[i] != isDirAvailNow[i])

avail.push\_back(dir);

isDirAvailable[i] = isDirAvailNow[i];

}

hold -= deltaTime;

if (hold <= 0.f && nextDir == MoveDirection::NONE && avail.empty() == false) {

nextDir = avail[rand() % avail.size()];

hold = 2.f;

}

else if (checkCollision(position + (getOffset(currDir) \* speed \* deltaTime))) {

nextDir = newDir(deltaTime);

}

Imovable::update(deltaTime);

}

void Enemy::draw(sf::RenderWindow& window) {

Entity::draw(window);

}

Файл Enemy.h:

#pragma once

#include "IMovable.h"

class Enemy : public Imovable {

private:

bool isDirAvailable[4] = { true };

public:

Enemy(sf::Sprite enemySprite) {

entitySprite = enemySprite;

}

void update(float deltaTime) override;

void draw(sf::RenderWindow& window) override;

void updateDir();

MoveDirection newDir(float deltaTime);

};

Файл Imovable.cpp:

#include "IMovable.h"

#include "Game.h"

bool isCloseEnoughToHalf(float value) {

return std::abs((value - (unsigned int)value) - 0.5f) < 0.05f;

}

sf::Vector2f Imovable::getOffset(MoveDirection dir) {

switch (dir) {

case(MoveDirection::LEFT):

return { -1, 0 };

break;

case(MoveDirection::RIGHT):

return { 1, 0 };

break;

case(MoveDirection::UP):

return { 0, -1 };

break;

case(MoveDirection::DOWN):

return { 0, 1 };

break;

default:

return { 0, 0 };

break;

}

}

void Imovable::update(float deltaTime) {

static constexpr const float timerDefault = 0.3f;

static float timer = timerDefault;

if (nextDir != MoveDirection::NONE && timer > 0) {

timer -= deltaTime;

sf::Vector2f offset = getOffset(nextDir) \* speed \* deltaTime;

sf::Vector2f tempPos = position;

if (isCloseEnoughToHalf(tempPos.x))

tempPos.x = (unsigned int)position.x + 0.5f;

if (isCloseEnoughToHalf(tempPos.y))

tempPos.y = (unsigned int)position.y + 0.5f;

if (checkCollision(tempPos + offset) == false) {

currDir = nextDir;

nextDir = MoveDirection::NONE;

}

}

else {

timer = timerDefault;

nextDir = MoveDirection::NONE;

}

sf::Vector2f offset = getOffset(currDir) \* speed \* deltaTime;

sf::Vector2f expectedPosion = position + offset;

if (checkCollision(expectedPosion)) {

position.x = (unsigned int)position.x + 0.5f;

position.y = (unsigned int)position.y + 0.5f;

}

else {

position = expectedPosion;

}

}

float roundToUpper(float value){

float fraction = value - (int)value;

return fraction == 0 ? value : (unsigned int)(value + 1);

}

void Imovable::setDir(MoveDirection dir) {

nextDir = dir;

}

bool Imovable::checkCollision(sf::Vector2f position) {

Map& map = Game::getInstance()->getMap();

sf::Vector2f pointLeftUp, pointRightDown, pointLeftDown, pointRightUp;

pointLeftUp.x = position.x - size.x / 2;

pointLeftUp.y = position.y - size.y / 2;

if (map.getCell(pointLeftUp) == '1')

return true;

pointRightDown.x = roundToUpper(position.x + size.x / 2) - 1;

pointRightDown.y = roundToUpper(position.y + size.y / 2) - 1;

if (map.getCell(pointRightDown) == '1')

return true;

pointLeftDown.x = pointLeftUp.x;

pointLeftDown.y = pointRightDown.y;

if (map.getCell(pointLeftDown) == '1')

return true;

pointRightUp.x = pointRightDown.x;

pointRightUp.y = pointLeftUp.y;

if (map.getCell(pointRightUp) == '1')

return true;

return false;

}

Файл Imovable.h:

#pragma once

#include "Entity.h"

#include "Map.h"

class Imovable : public Entity {

protected:

enum class MoveDirection {

NONE,

LEFT,

RIGHT,

UP,

DOWN

};

MoveDirection currDir = MoveDirection::NONE;

MoveDirection nextDir = MoveDirection::NONE;

float speed = 4.f;

sf::Vector2f size = { 1, 1 };

public:

void update(float deltaTime) override;

bool checkCollision(sf::Vector2f position);

static sf::Vector2f getOffset(MoveDirection dir);

void setDir(MoveDirection dir);

};

Файл EnemyHandler.cpp:

#include "EnemyHandler.h"

#include "Game.h"

#include "Player.h"

EnemyHandler::EnemyHandler(size\_t enemiesCount, std::vector<sf::Vector2f>& enemiesPositions, sf::Sprite enemySprite) {

Scene& scene = Game::getInstance()->getScene();

for (int i = 0; i < enemiesCount; ++i) {

Enemy\* enemy = reinterpret\_cast<Enemy\*>(scene.addEntity(std::make\_unique<Enemy>(enemySprite)));

enemy->setPosition(enemiesPositions[i]);

enemy->updateDir();

enemies.push\_back(enemy);

}

}

void EnemyHandler::update(float deltaTime) {

}

bool EnemyHandler::checkCollisionWithPlayer(Player\* player)

Map map = Game::getInstance()->getMap();

std::vector<sf::Vector2f> enPos = map.getEnemiesPositions();

sf::Vector2f playerPos = player->getPosition();

sf::Rect<float> playerRect(playerPos - sf::Vector2f{ 0.5f,0.5f }, sf::Vector2f{ 1,1 });

for (auto& enemy : enemies) {

sf::Rect<float> enemyRect(enemy->getPosition() - sf::Vector2f{0.5f,0.5f}, sf::Vector2f{1,1});

if (enemyRect.intersects(playerRect)) {

for (int i = 0; i < 4; i++) {

enemies[i]->setPosition(enPos[i]);

}

return true;

}

}

return false;

}

Файл EnemyHandler.h:

#pragma once

#include "Entity.h"

#include "Enemy.h"

class Player;

class EnemyHandler : public Entity {

private:

std::vector<Enemy\*> enemies;

public:

EnemyHandler(size\_t enemiesCount, std::vector<sf::Vector2f>& enemiesPositions, sf::Sprite enemySprite);

void update(float deltaTime) override;

bool checkCollisionWithPlayer(Player\* player);

};

Файл Game.cpp:

#pragma once

#include "Game.h"

#include "Player.h"

#include "Map.h"

#include "EnemyHandler.h"

#include <Windows.h>

#include "HoodElements.h"

Game\* Game::instance = nullptr;

void Game::Redraw(sf::RenderWindow& window) {

scene.draw(window);

}

void Game::Start() {

std::ifstream file("lvl1.txt");

loadedMaps.push\_back(file);

file.close();

StartLevel(loadedMaps.back());

}

void Game::StartLevel(Map& map) {

scene = Scene();

sf::Texture& playerIcon = loadTexture("kkk.png");

sf::Sprite playerSprite;

playerSprite.setTexture(playerIcon);

playerSprite.setScale(0.025, 0.025);

playerSprite.setOrigin(playerIcon.getSize().x \* 0.5f, playerIcon.getSize().y \* 0.5f);

scene.setMap(map);

scene.addEntity(std::make\_unique<Player>(playerSprite));

sf::Texture& enemyIcon = loadTexture("jjj.png");

sf::Sprite enemySprite;

enemySprite.setTexture(enemyIcon);

enemySprite.setScale(0.03, 0.03);

enemySprite.setOrigin(enemyIcon.getSize().x \* 0.5f, enemyIcon.getSize().y \* 0.5f);

std::srand(std::time(nullptr));

scene.addEntity(std::make\_unique<EnemyHandler>(4, map.getEnemiesPositions(), enemySprite));

}

void Game::MainLoop() {

sf::Clock deltaTime;

float time = 0;

while (window.isOpen()) {

float timer = 0;

time = deltaTime.restart().asSeconds();

window.clear();

Update(time);

Redraw(window);

window.display();

sf::Event event;

while (window.pollEvent(event)) {

if (event.type == sf::Event::Closed) {

window.close();

}

}

}

}

sf::RenderWindow& Game::getWindow() {

return this->window;

}

void Game::Update(float deltaTime) {

scene.update(deltaTime);

}

Map& Game::getMap() {

return scene.getMap();

}

Scene& Game::getScene() {

return scene;

}

Game\* Game::getInstance() {

return instance;

}

sf::Texture& Game::loadTexture(const std::string& path){

loadedTextures.push\_back(sf::Texture());

loadedTextures.back().loadFromFile(path);

return loadedTextures.back();

}

Файл Game.h:

#pragma once

#include <iostream>

#include "Player.h"

#include "Map.h"

#include "Enemy.h"

#include "Scene.h"

#include <list>

class Game{

private:

Scene scene;

sf::RenderWindow window;

std::vector<Map> loadedMaps;

std::list<sf::Texture> loadedTextures;

static Game\* instance;

public:

Game() : window(sf::VideoMode(450, 480), "Pacman") { instance = this; };

void Start();

void StartLevel(Map& map);

void MainLoop();

sf::RenderWindow& getWindow();

void Update(float deltaTime);

void Redraw(sf::RenderWindow& render);

Map& getMap();

Scene& getScene();

static Game\* getInstance();

sf::Texture& loadTexture(const std::string& path);

};

Файл HoodElements.cpp:

#include "HoodElements.h"

void HoodElements::createHood() {

heart.setRadius(10.f);

heart.setFillColor(sf::Color::Red);

}

void HoodElements::drawHood(sf::RenderWindow& window, Player player) {

for (int i = 0; i < player.getHealth(); i++) {

heart.setPosition(i \* 25, 5);

window.draw(heart);

}

sf::Font font;

font.loadFromFile("pixel\_perfect.ttf");

scoreText.setFont(font);

std::string scoreMessage = { "score: " + std::to\_string(player.getScore()) };

scoreText.setString(scoreMessage);

scoreText.setCharacterSize(25);

scoreText.setPosition(305, 5);

window.draw(scoreText);

}

Файл HoodElements.h:

#pragma once

#include "Player.h"

class HoodElements{

sf::CircleShape heart;

sf::Text scoreText;

public:

void createHood();

void drawHood(sf::RenderWindow& window, Player player);

};

Файл main.cpp:

#include <iostream>

#include "Game.h"

int main() {

Game pacman;

pacman.Start();

pacman.MainLoop();

return 0;

}